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المستخلص :


يستهدف هذا البحث تطوير بيئة شيئية للمحاكاة المرئية لشبكات الطوابير وتتلخص الأهداف الرئيسية للنظام المصمم في تقليل حجم البرمجيات المطلوبة من المستخدم مع المحافظة على قدرة عالية للنمذجة تضاهي قدرة المحاكيات التي تصمم خصيصاً محاكاة شـبكات الطوابير.


ويعتمد بناء  البيئة المصممة على قياس حديث لتصميم بيئات المحاكاة، كما أنها مبنية باستخدام نظام محاكاة (   MODSIM II    (


وتوفر البيئة المصممة أصنافاً عامة أساسية للمستخدم يمكن تنسيقها في شكل شبكات معينة باستخدام واجهة مرئية سـهلة الاستخدام وللمستخدم حرية تغيير القيم الأولية وكذلك السلوك الأولي للأجزاء التي يتكون منها نموذجه عن طريق إعادة تعريف خصائص هذه الأجزاء حتى تتطابق مع الخصائص المطلوبة في النموذج المطلوب محاكاة.
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ABSTRACT. A visual environment for object-oriented simulation of queuing networks is developed.  A key design objective is to minimize the amount of programming required from the modeler while maintaining the full modeling power of a custom-made simulator for the queuing network application domain. The environment structure is based on a recently developed standard for the design of simulation environments The software is designed and implemented on top of  the MODSIM II simulation system. Generic base classes are provided for the modeler which can been arranged in a certain network topology using a point-and-click visual interface. Node parameters can then be modified from their default values using dialog boxes to conform with the model component properties. If necessary, the modeler may also change the default behavior of the basic model components by overriding the definition of some of these components methods and/or deriving new object classes with completely different behavior. 








1. INTRODUCTION


Computer simulation has been recognized in many application domains as a powerful modeling tool used mainly to study complex systems for which other more structured deterministic models fail. As the size and complexity of the simulated system increases, need arises for organizing a simulation project into a logical structured sequence of steps, known as the simulation project cycle. The concept of a simulation environment has been developed with the objective of enhancing the simulation model building process by encompassing the underlying simulation language and support tools in one integrated package. Support tools can be either model-building tools or program design and verification tools. Several simulation environment structures have been reported in the literature over the past three decades. This has created the need to standardize the software architecture used in constructing these environments. In the next section, a typical reference model for standardizing simulation environments will be discussed and will be adopted in this study.





This paper reviews related work in the general simulation environment literature. It also describes a developed object-oriented environment for queuing network simulation based on the object-oriented language MODSIM II and the above mentioned standard for building simulation environments. The environment uses a completely graphical user interface for both model specification and visualization. The idea is to relieve the non-technical modeler from the programming task, as much as possible, while preserving the full modeling capabilities of specialized custom-made simulators. This environment should serve as the front-end for a planned parallel simulation environment on a network of workstations which will be based on the Time Warp optimistic synchronization protocol for parallel and distributed simulations [1]. 





2. A SIMULATION ENVIRONMENT STANDARD


Over the past three decades, hundreds of simulation languages and environments have been published in the literature with the same common objective, but with different conceptual approaches. This wide variation of approaches has presented a difficulty to researchers and practitioners. A simulation environment standard is likely to provide a common foundation for basic requirements. The term simulation environment has been used in the literature to refer to a broad range of simulation software. It may refer to a simulation language programming environment in which the modeler codes the model in a special simulation-oriented syntax. It can also mean a flow diagram system, a simulation code generator, or a visual interactive











system. In all these three cases, no programming is involved. Instead, the modeler specifies the model and its parameters in some natural way and the system automatically carries on the rest of the task. 





Towards the goal of standardizing simulation environment structures, a recent reference model for general-purpose discrete-event simulation environments was presented by Tanir and Sevinc [2]. They defined their model by grouping different tasks with common properties into layers, and logically relating groups together to form a simulation environment. They also defined the associated requirements for the model's functional layers. As shown in figure (1), the  reference model consists of five distinct layers. The top layer (layer 4), called the application layer, is dependant on the application domain. It can, however, access all layers so that developers can add application-specific constructs to their environments. Layer 3 is called the system design layer. Layer 2 deals with model knowledge management. Layer 1 defines the requirements for model specification. Finally, layer 0 provides the basic language-level support for the environment and can be accessed by all layers. This reference model will be discussed in this section, and will be adopted in this paper to specify the software structure and requirements of our simulation environment.





Layer 0, the host language layer, provides the basic facilities for model building. Since the environment depends on the constructs available from the language, it can greatly influence the environment's structure. Usually, any general-purpose programming language with support for high-level data structures and operations can be used at this level. In this study, the MODSIM II object-oriented language is used at this level, as will be discussed in the next section.





Layer 1, the model specification layer, is concerned with modeling and model expression in formal language's symbols. Therefore, the flexibility and modularity of the simulation environment depends for the most part on this layer. In this layer, a model is viewed as a representation of a segment of the studied system that mimics its behavior. A model is the most basic construct available to the analyst and is analogous to an object in the object-oriented paradigm. That is, it can be described by a set of data (state information) and a set of operations on data. A model may also include a set of interfaces to enable it to interact with its environment, including other models, in the appropriate way. Like objects, models communicate with a message-passing mechanism. The model construct presents the basic support for modularity in a simulation environment because it can be used to develop a database of component models and/or construct a hierarchy of models through inheritance and model reuse mechanisms. 





A composite model can be constructed with several submodels or from previously defined submodels. Interface information is maintained for each submodel's interface. A model with no components is called an atomic model. Otherwise, it is called a coupled model. Description of component models and the coupling scheme that connects the interfaces of these component models should be part of a coupled model's definition. For atomic model levels, a primitive for waiting a specified interval of simulated time may be used for scheduling the model's temporal activities. For coupled models, a tie-breaking mechanism can be used to resolve conflicts between simultaneously scheduled component models for an internal temporal activity. At this layer, a formal mathematical basis must be determined for model representation and validation, such as the DEVS scheme [3] or Petri nets. A model specification language should also be determined to represent the model in a syntax that eases model representation, and can be independent of the underlying implementation language. A simulation environment must support designing and conducting experiments. Experimentation requirements should be available in layers 1, 2 and 3, including data and statistics gathering, and observation of component model interactions.





Layer 2, the knowledge management layer, provides mechanisms for manipulating and utilizing models specified in layer 1. Functions needed at this level may be model comparison against other models, or determining and creating the necessary model interconnections and resources to effectively configure a reusable model to function with a requesting parent model. Another example is synthesizing the actual model from graphical descriptions specified by the modeler.





Layer 3 handles design-oriented issues. Currently, lower-level primitives are used to support the design methodology since these issues are too complex and not clearly defined to specify requirement for them. Layer 4, the application layer, is dependant on the application domain and should be specific to the application in hand. That is, it should include a set of application-specific extensions to the environment standard. 





3. DEVELOPMENT TOOLS


The host language is a major component of  the structure of a simulation environment because the constructs that it provides are accessed and manipulated by all other environment components. A class of simulation languages has been developed to ease model representation by providing expressive and powerful simulation-oriented synatx. This class enables the modeler to naturally model a conceptualized system with the least amout of mental transformations. Examples of this class of languages include SLAM-II and SIMSCRIPT II.5. The major disadvantage of this approach is that it limits the modeler to the framework of the model specification buliding blocks and constructs provided by the simulation language.





Another class of languages includes general-pupose programming languages with special library support for discrete-event simulation applications. In this class, MODSIM II, the host language of our simulation environment, is an important example. MODSIM II is a general-purpose, modular, block-structured high-level programming language which provides direct support for object-oriented programming and discrete-event simulation. MODSIM II programs can be divided into modules which may be stored in separate files and can be separately compiled. Modules can import constructs and definitions from each other which enhances the reusability of code. MODSIM II is also an object-oriented programming language which supports inheritance and multiple inheritance. It is a strongly-typed language. Simulation capabilities are provided in library modules. These modules directly support all capabilities needed to program process-based discrete-event simulations. Each object is capable of carrying on multiple, concurrent activities, each of which can elapse simulation time. An activity is an event scheduled by an object instance using the so-called TELL or WAITFOR methods. Activities can operate independently or they can synchronize their operations. Object activities can be interrupted if necessary. Object instances can have multiple TELL and/or WAITFOR methods carrying on activities simulataneously with respect to simulation time. Moreover, any method of an object instance can be invoked multiple times to operate simutaneously. The MODSIM II simulation engine takes care of scheduling and executing all such activities.





SIMGRAPHICS II is the MODSIM II graphics package which allows easy access to animation, presentation graphics, and user-interface toolkits using a graphics editor called SIMDRAW to simplify construction. Animation is produced by drawing objects using SIMDRAW and then animating them within a MODSIM II program. Scaling, rotating, and positioning can be performed on created graphics. Presentation graphics such as pie charts, level meters, and bar graphs can also be created using SIMDRAW, and then used within the MODSIM II program by asking them to plot values. All elements of the MODSIM II graphics library are portable.





For more details on the MODSIM II language or the SIMGRAPHICS II environment, the reader is referred to [4] and [5]. 
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Figure 1: A Standard Simulation Environment Architecture





4. A Visual Queuing Network Simulation Environment


This section describes the design and implementation of an object-oriented visual modeling and simulation environment for the queuing network application domain which is built on top of the MODSIM II language and simulation system. The developed environment represents an application-oriented simulation system which greatly improves on the capabilities of currently available packages. In particular, it supports modularity and code reuse, provides a point-and-click visual interface for model specification, and allows for defining application-specific model components. This can be done by providing the user access to standard model base classes which can be used to derive new subclasses in order to tailor the model components to the specific needs of the application. The developed simulation environment utilizes the support provided by the MODSIM II runtime environment for simulation tasks such as time advance, list processing, and statistics collection.





Referring to the simulation environment standard discussed earlier, one can see that the developed environment fits in layers 2 through 4. Effectively, it provides facilities for visual application-oriented model specification in a format that is later translated by the developed environment to MODSIM II objects and constructs. The services of  the model specification layer (layer 1) and the host language layer (layer 0) are provided by the MODSIM II simulation system. The developed environment also provides facilities for managing the model knowledge provided by the user through the application layer by arranging these user-defined model constructs in inheritance hierarchies and storing them in model component libraries. Queuing network topology information is also converted into a suitable format for storage and model management. Some support for system design functions (layer 3) is also provided by the developed environment through the use of predefined constructs and low-level primitives.





The developed environment is designed to simulate queuing networks which consist of the following five components: source node, station, queue, link, and sink node. A source node is one from which jobs are produced and entered into the system based on a certain statistical distribution. A station  is an intermediate node at which jobs are processed for a period of simulated time drawn from a certain statistical distribution. A queue is a node where jobs wait for processing by a station. Each queue is characterized by a queuing discipline and a maximum size. Links represent virtual or actual channels in which jobs flow between the various nodes. In addition, they  help define the topology of the network. They can also have modifiable properties including link speed and type. Finally, a sink node is a terminal node at which jobs exit the system. 





An important objective for the design of the environment is to make model components reusable. Therefore, a number of base classes have been defined to encompass the basic properties required in each of  the main five elements described above which characterize models of the selected application domain. These five basic model object classes are derived from MODSIM II generic objects. They are provided to the modeler as generic base classes which can been arranged in a certain network topology using the point-an-click visual interface shown in figure (2). Further, the modeler can change the default behavior of the basic model components by overriding the definition of the these components and deriving new object classes with the desired behavior. This can be done by clicking on the desired model component in the specified model and changing the code for the desired method or property. Component interaction and communication is handled transparently by the environment. For example, stations  








automatically inform queue objects that a new job can be dequeued and sent to the station whenever the station becomes idle.





This simulator has been implemented in the MODSIM II object-oriented language. All simulation support features of the MODSIM II environment are available for the user to assist in the model validation, program verification, and output analysis stages of the simulation study. These include visualization of an animated display of program execution at runtime, dynamic display of presentation graphics, automatic statistical data collection, and dynamic modification of model component parameters. Actual expeimental simulation studies using the developed environment are currently being planned and results will be reported in a later publication.


Figure 2: The Visual Interface for Model Specification








5. CONCLUSION


In this paper, the development of  a visual environment for object-oriented simulation of queuing networks was described. The design objective was to minimize the amount of programming required from the modeler while maintaining the full modeling power of a custom-made simulator for the queuing network application domain. The software was designed and implemented on top of  the MODSIM II simulation system and is coded in the MODSIM II object-oriented programming language. Generic base classes are provided for the modeler which can been arranged in a certain network topology using a point-and-click visual interface, and the modeler may then change the default behavior of the basic model components by overriding the definition of some of these components methods and/or deriving new object classes with completely different behavior. Actual expeimental simulation studies using the developed environment are currently being planned and results will be reported as they become available.
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